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A framework is described for developing and deploying procedural knowledge via a wiki in emergency situations where collaboration is needed. This approach helps reduce uncertainty during emergencies.

Emergency situations usually call for quick and appropriate action to minimize loss of life and property. However, knowing what these actions should be isn’t always obvious, even if a current, post-disaster situation were known. One way to prepare for emergencies of a given type is to develop standard operating procedures (SOPs), with manuals containing procedural knowledge describing courses of action that should be followed in a given situation. These SOP manuals represent best-practice knowledge and are usually written by one or more experts with extensive experience in the field. Such procedural knowledge can be used to train emergency managers and others.

There’s a significant amount of procedural knowledge for emergency response available today, mostly in physical form, and ranging in size from a few pages to several volumes. Although these manuals are considered valuable, there are several practical problems with such documents:

- **Access time.** Although these manuals are useful for teaching the procedures they contain, they’re often not utilized during an actual emergency. This is simply because, during a real emergency, there’s no time to search for information in large manuals. Emergency managers might have read through the SOPs, but under stressful conditions, they might forget options or omit steps.

- **Standard structure.** The manuals are often well structured in and of themselves, but there’s no structuring standard in place. Thus, an emergency manager who must be familiar with different SOPs from different sources might find them confusing.
• **Updating.** Procedural knowledge should be updated with lessons learned after every emergency in which they have been applied. This is a cumbersome task to perform with printed manuals, and even Web-based documents offer limited support for this process.

The Open Virtual Collaboration Environment (OpenVCE) project aims to facilitate collaborative work in a virtual space (see Figure 1). It consists of a dynamic website and a 3D space for meetings. Organizations could use this environment to collaborate on the development of procedural knowledge, for example, or they could use it during an actual emergency to manage information and courses of action. In fact, this environment contains a specific piece of software that supports these two functions: the Issues, Nodes, Constraints, and Annotations (or <I-N-C-A>) extension for MediaWiki.

Technology can sometimes overwhelm novice users who are attempting to collaborate in this space. To avoid this, the project has developed the Virtual Collaboration Protocol (VCP), which is procedural knowledge that describes how this environment can be used to deal with certain types of emergencies. This protocol is also supported by an extension to the website that guides users who are following the protocol.

**Collaborative Development of Procedural Knowledge**

Dynamic Web technology supports the collaborative development of procedural knowledge in several ways. We’ve based our collaborative document editing facility, which can be used to write SOP manuals, on MediaWiki. The reasons for this choice are simple: MediaWiki is open source (a project requirement) and scalable (it powers Wikipedia), and there’s an active community behind it. However, wiki articles aren’t structured to support procedural knowledge, which is why we’ve developed an extension that enables the structuring of an article according to the principles underlying Hierarchical Task Network (HTN) planning, which provides a “natural” way of decomposing tasks into subtasks, and, as such, is the structure found in many existing SOP manuals.

The CoScripter system also represents procedural knowledge in a wiki. However, its representation isn’t based on AI planning and thus doesn’t support the automated composition of procedures. The Incidone system uses Task-Oriented Programming (TOP) to represent and use procedural knowledge in emergency response, but the representation is closer to the specific programming language used.

**Hierarchical Task Networks and <I-N-C-A>**

What domain experts know as SOPs are called *methods* in HTN planning. The VCP protocol extends MediaWiki with a specific set of annotations that makes it possible to structure an article according to the principles underlying HTN planning.
planning. Methods formally describe how a task can be broken down into subtasks. A method’s definition consists of four main parts:

- **Name**—the symbolic name of the method (there might be several methods for performing the same task).
- **Objective**—a formal expression describing the task pattern that the method can accomplish.
- **Constraints**—a set of constraints (such as on the current state of the world) that must hold for this method to be applicable.
- **Network**—a description of the subtasks into which this method “refines” or decomposes the given task.

We can use a method’s name to refer to it, and to indicate the way in which we can accomplish the task. For example, we might define a method “set up camp for $\forall x$ people,” where $\forall x$ is a variable that will get assigned an appropriate value when the method is applied. A method’s objective is used for matching methods to tasks that must be accomplished, like a to-do list. For example, a required task might be to “provide shelter for 100 people,” and the objective of the method could be “provide shelter for $\forall x$ people.”

AI has developed a set of algorithms for building, exploring, managing, and executing a set of HTN plans. The I-X framework is one such toolkit that includes an HTN planner. The representation used in the I-X framework is <I-N-C-A>. In this framework, a refinement corresponds to a method. It consists of a set of issues to be addressed in a viable plan—a set of nodes that correspond roughly to the method’s network, a set of constraints, and a set of annotations to hold information about the plan’s other elements.

### The <I-N-C-A> Extension for MediaWiki

The problem with HTN planning “domains” (the formal computer-processable expressions of SOPs) is that they’re rather difficult to write. Domain experts usually aren’t capable of producing these formal descriptions. Experts in AI planning, on the other hand, know the formalism, but don’t have the knowledge that needs to be encoded. The approach taken with the first version of the SOP extension for MediaWiki was to keep the representation quite simple, at least initially, to encourage domain experts to encode their knowledge directly. Only a few tags existed to allow for a basic structuring of a set of methods. (These tags are implemented as MediaWiki parser functions.) The first one allows for the explicit specification of an objective:

```markdown
{#objective:...}
```

We must use this tag if there are multiple methods that accomplish the same objective. If there’s only one method (in the library), then the objective is taken to be the same as the name of the method, which is the title of the wiki article. There can be only one objective per method. The other tag provided by the extension allows the explicit specification of subtasks that the method must accomplish:

```markdown
{#subtask:...}
```

There can be any number of subtask tags added to an SOP article. The order of the tags in the article is taken to be the order in which the subtasks are to be accomplished. Users must complete a subtask before they begin the next.

This simple SOP extension has several serious limitations that prohibit the representation of more complex procedural knowledge. For example, tasks and objectives can’t be parameterized; methods are linear only, and no applicability constraints can be expressed.

To address these problems, we developed another extension for MediaWiki based on the <I-N-C-A> representation. Its major drawback, however, is that domain experts can no longer be expected to formally markup procedural knowledge as the tool is quite complex. The <I-N-C-A> extension uses an XML syntax instead of parser functions, introducing a number of new tags—including tags for issues, nodes (activities), constraints, and annotations. In addition, a set of refinements can be grouped into a domain to allow for a higher level structure of the procedures defined. The content of each of these new elements must be a formal description of the procedural knowledge in the syntax used by the I-X framework. Thus, domain experts can still use the wiki to develop an informal description of their procedural knowledge, but an AI planning expert familiar with I-X is required to mark up the informal descriptions with formal representations (see Figure 2).

When a marked-up procedure is saved, the system uses the formal representation to populate tables in the wiki’s database corresponding to the different elements of the planning domain.

More recently, we identified a number of domain features that can be used to aid the knowledge-engineering process for procedural knowledge. The features can be efficiently and automatically extracted from the formal description and then compared to declarations found in the formal description. This can be used to validate the procedural knowledge and highlight potential problems. However, we haven’t yet integrated
this work with the <I-N-C-A> extension available on OpenVCE.net.

**Task Support Based on the <I-N-C-A> Extension**

Although MediaWiki’s concurrent editing facilities are already a useful tool for collaborative development of procedural knowledge descriptions, the more interesting aspect of this work is perhaps the task support provided when the knowledge is to be deployed.

**Navigating Procedural Knowledge in the Wiki**

The first level of task support is implemented within the wiki itself. We can create a “special page” to search the wiki for procedural knowledge relevant for a given task. Most of the work for this is performed when the procedural knowledge is edited and saved. This extracts all the relevant information and stores it in new tables in MediaWiki’s database. The search for procedural knowledge is then translated into a database query that matches a given task to the objectives associated with each method. The result is formatted and presented to the user (see Figure 3).

**Exporting Procedural Knowledge to I-X**

I-X is a framework for writing applications that support distributed task-centered work. Its principal interface is a process panel, which we describe elsewhere.9,10 Procedural knowledge written using the <I-N-C-A> extension can be directly imported into this tool, which effectively acts as an intelligent, distributed to-do list. This is implemented as another special page that extracts all the refinements that belong to a given domain from the database and transforms them into a syntax that can be read by I-X (see Figure 4). As a comparison of Figures 2 and 4 show, the syntax transformation is straightforward.

The content of the shown page isn’t meant for human readers (other than for debugging purposes), but can be directly loaded into I-X. The HTN planner that is part of I-X can then be used to generate plans. That is, given a specific problem instance (a task), the planner can use the procedural knowledge (methods) to form a course of action that addresses the given problem, taking into account all the constraints defined in the refinements. This can be done automatically or using mixed-initiative planning, where the user defines the high-level strategy and the planner attempts to fill in the detail.

**Task Support in the OpenVCE Environment**

The third level of task support is part of the OpenVCE website (see Figure 5). The idea is again to provide
This plan can then be displayed as part of the OpenVCE website as a hierarchical set of tasks that must be accomplished.

The to-do list (Figure 5) is shown as a table with three columns. The first column is a summary of the tasks. This could include links to other webpages, including forms that must be completed to accomplish this task. The second column provides links to the SOP definition in the wiki so that users can always read the full text describing the current method being applied. The third column contains the check box for this to-do list item.

Each row represents a task to be accomplished. To visualize the hierarchical structure indentation, only the lowest-level tasks have an associated check box to indicate task completion. Higher-level tasks are completed when all their lower-level components are accomplished. Constraints are shown only implicitly in the list by highlighting those tasks that can now be tackled. In the example, the plan is at the beginning of execution; only the first subtask is highlighted as ready.

Case Study: The Virtual Collaboration Protocol

One of the outputs of the OpenVCE project is the VCP by Robert Cross. The VCP is a reasonably generic procedure for collaborative problem solving, tailored to the resources available in OpenVCE—namely, the collaboration website and 3D meeting space. Because the VCP can be seen as an SOP for collaborating using OpenVCE technology, we chose to use it as a test case for the MediaWiki extension described here.

The Virtual Collaboration Protocol

The VCP provides guidance for collaborative problem solving. It consists...
of seven phases that correspond to the following main tasks:

- Before the first meeting: individuals define problem dimensions.
- First team meeting: team agrees on consolidated problem dimensions.
- Before second team meeting: individuals describe experiences with respect to problem dimensions.
- Second team meeting: individuals discuss experiences and subteams are assigned to address each dimension.
- Before third meeting: subteams formed in the previous step develop solutions for each dimension.
- Third meeting: individuals from the different subteams present and discuss solutions for each dimension.
- After third meeting: the team integrates solutions into a coherent solution document.

A key concept is the problem dimension, which describes an aspect of the problem that the team must address. Each of the phases is described by 1–2 pages of text explaining what must be accomplished by the team in that phase (the later phases tend to be more problem-specific and hence less elaborately described). It also contains a number of forms that provide templates for the outcomes of each phase.

**Encoding the VCP in the Extension**

The first step towards encoding the VCP using the MediaWiki extension was to import the text. We did this by creating seven articles on the wiki for each of the phases described in the original VCP document (which was written using Microsoft Word). In addition, we created another “overview” article from the table of contents. Each of the section titles was marked up as a subtask to enable the extension to find relevant methods (that is, those corresponding to the respective sections).

The next step was to go through the individual sections and identify subtasks therein that can be marked up as independent subtasks. In most pages, two to three subtasks could easily be identified and were marked up as such. Because there was no further advice provided by the document (meaning, no suggested methods) for performing many of these subtasks, some additional procedures were written that explained how the website and 3D space could be used to accomplish these tasks.

This resulted in a clear structure in which the top-level task—to collaborate to solve a problem—was broken down into its seven VCP phases, and each of these was broken down into finer steps that were more closely related to the technology of OpenVCE.

**Experiments: Emergency Response Using OpenVCE**

We conducted two experiments in 2010 to examine the impact that VCE had on crisis planning and collaboration when compared to traditional means of distributed collaboration among crisis response organizations and individuals. Here, we’ll discuss...
The results and conclusions from the second and more comprehensive of the two experiments.

The VCE experiment introduced a biological agent outbreak scenario to two teams comprising crisis expert volunteers distributed across the US, UK, Canada, and Italy. The traditional group (control condition) used technology and means that would normally be used for distributed collaboration across various types of organizations (government, industry, non-government, military, and academia) during a crisis, including email for asynchronous collaboration and telephone and teleconferencing for synchronous collaboration. The virtual group (experimental condition) used the VCE’s full capability. The traditional group consisted of seven participants and the virtual group had 10 participants (this difference is due to some subjects having to drop out of the experiment due to involvement in a real emergency); each group had what was considered equal expertise in crisis response and biological outbreaks; no members of either group had any prior experience of working together. We gave each group the same scenario and asked them to generate a crisis response plan over four days.

For the virtual group, this meant following the virtual collaboration protocol, which guided team interactions through a series of semi-structured steps to identify key crisis areas, a division of labor, roles for planning activities, and solutions to address the various elements of the crisis. The protocol guided and supported member activities for both asynchronous and synchronous interactions. The members of the traditional group, on the other hand, were free to organize their activities over the four days however they wished. As such, their success depended on their existing abilities to coordinate and collaborate. In the event, both groups presented plausible solution plans as the outcome of their collaborations. However, initial semantic analysis results of the final plans showed that the virtual group’s final plan addressed more crisis-response topic areas and addressed them in greater depth compared to the traditional group’s final plan. To better understand these differences in the final plan, we examined some of the components of collaboration.

Figure 6. Goal and procedural uncertainty results. Placing (a) the results for goal and procedural uncertainty along the uncertainty dimensions presented (b) a clear picture of how much uncertainty was involved for each group.

Among one of the measurements taken each experiment day was participant uncertainty, which we evaluated along two dimensions: goal and procedural. Goal uncertainty is the level of ambiguity a person has about the goals or objectives in their current situation or task. Procedural uncertainty, on the other hand, is how much ambiguity is associated with the steps or procedures necessary to accomplish the defined goals. Two seven-point Likert scale items measured each uncertainty dimension, which were averaged together. Chun Wei Choo has defined these uncertainty dimensions in terms of their interactions with each other.

The amount of goal and procedural uncertainty possessed by an individual and group will dictate the mode (see Figure 6a) of interactions and ultimately the success of the group.
The traditional group found themselves interacting in the “anarchy mode,” where there was ambiguity about goals and procedures. Group and individual feedback after the experiment confirmed this finding. This group needed considerable effort to establish a common ground and understanding before they could engage in any planning efforts. This is also indicative of collaboration efforts among many different organizations, involving people with different backgrounds and expertise, particularly when they haven’t worked together before.

The virtual group using the VCE and collaboration protocol fared much better and found themselves working within the “relational mode,” where they clearly understood the goals and procedures. We statistically examined the overall difference between the two groups using repeated measures analysis of variance (ANOVA) and found a significant difference between the two groups ($F = 10.31, p < .01$). The virtual group had less goal and procedural uncertainty as they collaborated with their colleagues, which can result in increased efficiency and performance. These findings provide some evidence of the positive influence that can be gained using integrated technologies to support both asynchronous and synchronous collaboration over space and time.

Here, we described a framework for developing and deploying procedural knowledge in emergency situations where collaboration is needed. An extension to a wiki supports collaborative development of procedural knowledge by allowing the marking up of informal SOP knowledge with formal tags that can be processed by an AI planning framework, I-X. Enhanced browsing capabilities in the wiki itself support collaborative deployment of procedural knowledge in I-X, which can import the formal aspects of the marked up SOPs, and in OpenVCE, which supports the enactment of plans based on the procedural knowledge. The contribution here is a system that integrates collaborative development and deployment of procedural knowledge, resulting in enhanced knowledge engineering capabilities.

The experimental evaluation of the OpenVCE framework, including a procedure for virtual collaboration that was defined in the wiki extension, showed that procedural uncertainty can indeed be reduced. We assume that the explicit representation of procedural knowledge in OpenVCE and its availability to guide user actions in an emergency response setting were a major factor in reducing the procedural uncertainty, which in turn resulted in a more thorough response plan. The experiments described here support this conclusion.

A fundamental issue that remains to be addressed concerns the complexity of the underlying formal representations. A simple representation—for example, using just the two aforementioned tags—generally allows domain experts to annotate their own knowledge, whereas a more complex representation such as $<$I-N-C-A$>$ requires dedicated knowledge engineers who aren’t domain experts. Future work attempts to address this issue by adding validation support to the framework, hopefully allowing domain experts to manipulate the more complex representation, thus resulting in a more accurate representation of their knowledge.
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